**Spring Data JPA - Quick Example**

**Code:**

**Pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0

http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.cognizant</groupId>

<artifactId>orm-learn</artifactId>

<version>0.0.1-SNAPSHOT</version>

<packaging>jar</packaging>

<name>orm-learn</name>

<description>Demo project for Spring Data JPA and Hibernate</description>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>3.1.0</version> <!-- or use latest stable -->

<relativePath/> <!-- lookup parent from repository -->

</parent>

<properties>

<java.version>17</java.version>

</properties>

<dependencies>

<!-- Spring Boot JPA -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<!-- MySQL Driver -->

<dependency>

<groupId>mysql</groupId>

<artifactId>mysql-connector-java</artifactId>

<version>8.0.33</version>

<scope>runtime</scope>

</dependency>

<!-- Spring Boot DevTools (Optional) -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-devtools</artifactId>

<scope>runtime</scope>

</dependency>

<!-- Spring Boot Starter -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter</artifactId>

</dependency>

<!-- Optional: Testing support -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-test</artifactId>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<!-- Java Compiler Plugin -->

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-compiler-plugin</artifactId>

<version>3.10.1</version>

<configuration>

<source>17</source>

<target>17</target>

</configuration>

</plugin>

</plugins>

</build>

</project>

ApplicationProperties.xml

# Logging

logging.level.org.springframework=info

logging.level.com.cognizant=debug

logging.level.org.hibernate.SQL=trace

logging.level.org.hibernate.type.descriptor.sql=trace

logging.pattern.console=%d{dd-MM-yy} %d{HH:mm:ss.SSS} %-20.20thread %5p %-25.25logger**{25}** %25M %4L %m%n

# MySQL config

spring.datasource.driver-class-name=com.mysql.cj.jdbc.Driver

spring.datasource.url=jdbc:mysql://localhost:3306/ormlearn

spring.datasource.username=root

spring.datasource.password=root

# Hibernate

spring.jpa.hibernate.ddl-auto=validate

spring.jpa.properties.hibernate.dialect=org.hibernate.dialect.MySQLDialect

CountryRepository

**package** com.cognizant.orm\_learn.repository;

**import** org.springframework.data.jpa.repository.JpaRepository;

**import** org.springframework.stereotype.Repository;

**import** com.cognizant.orm\_learn.model.Country;

@Repository

**public** **interface** CountryRepository **extends** JpaRepository<Country, String> {

}

Country

**package** com.cognizant.orm\_learn.model;

**import** jakarta.persistence.\*;

@Entity

@Table(name = "country")

**public** **class** Country {

@Id

@Column(name = "co\_code")

**private** String code;

@Column(name = "co\_name")

**private** String name;

**public** String getCode() { **return** code; }

**public** **void** setCode(String code) { **this**.code = code; }

**public** String getName() { **return** name; }

**public** **void** setName(String name) { **this**.name = name; }

@Override

**public** String toString() {

**return** "Country [code=" + code + ", name=" + name + "]";

}

}

CountryService

**package** com.cognizant.orm\_learn.service;

**import** jakarta.transaction.Transactional;

**import** java.util.List;

**import** org.springframework.beans.factory.annotation.Autowired;

**import** org.springframework.stereotype.Service;

**import** com.cognizant.orm\_learn.model.Country;

**import** com.cognizant.orm\_learn.repository.CountryRepository;

@Service

**public** **class** CountryService {

@Autowired

**private** CountryRepository countryRepository;

@Transactional

**public** List<Country> getAllCountries() {

**return** countryRepository.findAll();

}

Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAv8AAABcCAYAAAD57NpLAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABt7SURBVHhe7d29cqpMAAbgl+9aJIXjFcAVaBor23RQSpPOMl0aKLU7rZVN4ArCFTgWgXvZr+B/ZRfEnxh9n5nMnOPKsr+4LAsYQggBIrq9yIUxA0KxxjT7AG72AdbZBzcUwTV2mJdpISIiokf0n/wBEd3I9B2+tcHMMGAYBgxjhr2f/MLAn4iIiJ6FwZl/IiIiIqLnwJl/IiIiIqInwcE/EREREdGT4OD/XGkA23ARyZ/TRURusR7egNtWyGkAWxV2DY++P9K7Qn+PXNbv1d28H6UI7OrYZQep/IXHlAaw7QBPkluiP2vg4L95YDMMA0ZxVI3c5ue6gZssP0AfxZkFIrB7xtPbNeLUkPJ3if2mgX1fPyx5/V8qTdO1gBAJfEsOuZYbt4mb0vRbna4+LYe3xJkG9sXa/CNJAxszhLzJ+9FEn/DgIxECQgh8L0fyNy6r3gdPGXy3bSf350Z/7ziGjJZYTTyY7OhEd23g4D/jhNmBTQgBUfx6TdfVZ0JAiBAOLIxNeWtJGsA2t1gkLXE+hAiu6WFSlFniYz+zcaEx8t2Idnv4oQ9sv/r/AJ1jtMS3uOGjMR9gf639VkfbpyO4MyCsh20+mu06cmFuJ3BudgL3R6QB3rwJwj51QOe5Qj/SSX/2wOQFVx7yA8WJ9ce4PNEQ38te+1Vup+3vGd0xZLpuOQYQ0X0RgyTCtyCcUP78WOJbAv2+KCxYwk/kgDwOQPqrvhs6zbD67kIHwvF9YZXhjgh7xJmlpz1OOayIU6etHEIHwsp3qEun5fvCAQQsX/h5XouosvCWQhPH6ZTL5dQyEyIUDhzh18quue9QOJYvEpEI36rXpW47XVihvb3V8yCHyeH1OlLlvatNaPenLOs++Wun3t/QONvL8VTNtpzFWe4/dAQsX1SpCYUDS/jJifuWyrORP2VZZ1T1rt6uozx1/V2Xzg71/l/7VJsWdd88Tsv55XIcpiuX47y0U+chy3szXX2OPbqwM/pR6JSft4a3aD+GyHlqT4+6XHSK/iV/3qX/dm39XW5bsrbfOyK6H2cN/quDm+og0v8AI+oHzsbgoQztddBp/mDkB/5afKFTj0MVp/Qj1MhHKJz6QVvan0rbD339AKlKZ1Ymjgjz/Vp+0hjwqwf/ujxIepdZlobyoB46zR+o0FGkS9ou8WsnerqwgqqehDIsdGpx6hzVX3t8lZZwOc26/Mll1qllf4Pj7NtvddrbUTnAkgquavdt+VBr9tM6fbtW1vvgOtL3d3U6u7SX41FapHQr+6Y2f5py6VGerZt1hOko8yCn5Wjwr6+j9rBCW/vTbSfVz9FJrV7r4LdPHbWWi0biC8vyRag6gVHpvZ3cTnseQ46Oq0R0TwYu+xlh+V1d9kt8wDOPb4JLgw9snBX6LnccLb+z+BZbmKesXayvUTQ9xFKws6oug07XPS79pj/Yo/nypU0RFu2wsXy8d8UxgDKdzjx/66qFxWvPwtTlAeeUmVMtUzDHqFZypAg+Npi8ZFuNXhfS0p/adqNXLKwYh6RP2BARdhsLvqqSOvJ+qvRri7jezkdLrBxF/hpldo4hcfbrtzrHfTpbAzxDCCEEQswaa4dnCAetdzbHFjazlvsHtO1aXe+D66ijvyvT2csEeXeR6PtDW9/U509dLvry1OdPF9alLQ/dFHXUGaYzdLvT6esoM6hcYg8f+Fcu0Zl4b/2W3PTY7ri/9zyGjF4wwR4/fdJBRDc3cPDfNHpdwJI7ehrgzUP7D06H7CQghBN7+Dw6qsgiuLM9/OJegcQ//wCeHBBb1c1a2d9375OYNubYQiyNaJNDDKvzZoiBtHm4QpmlX9jGyAYDxaA63uLr7g7+V8j7H9Xab3Xa+nT6hW1cDaCm66LfZieD2MzyQaUJr2gfPU7qi4kAMd81byrUtuvbU6bzr+goT13+dGF/3xRzJ4Zn5sez2R7+v35r6W/O8vGv7ABZuntNnnRt19bfJScfQ4joLlxk8B99eoitBeqT0tGn15zlOFX6g33jJqMRXibAXj7KpD/Y1/4bfZ4yk6uIczpXn3iYY1jloDZF8NZvf6PXBaz6TVBpgI/NCTP5p9Ll4awya5fNamWzv8Vf4gPbttF/9AkvdjBv+03RhfVmYmzF8Noy35l3RZvQUNXttc7rLqWt3xZXRdrGceo+XfvxL/ttc4aweGKTE/a/IRHIbz5MfFibXTa7qGvXmnofXEd9+7uczl56DJp69gd9/tTloi/PGl3+dGEnK8pEU9a3kAb42NdPis4/wdTX0UCjVyxQq7+2ONv6dI/t1P290noMQXEcUF3ZIqJfJ68D6kda9yevhZTXNvbRcnPV0XrHxK/dDCWtlSzXLfqNdaOd6yYVcTY/b+axflOXE8prZjUaeWyWjyqd1drRau2lvOZfWW6aPAwrM9Wa3Lb1tPU1tPna2ta868Lk9aX1/OnC2sKb+VPlPdu0rU3I8Un7U9atqsy66PZ3oTjlfltrT0d1qenTchs82laIct/tYbLjvDe207Tr421r5TKwjtT9Xd5X3/xlwpb7gPT9Qdc3dfkTLWmV81sLK8tT3kbXvzTpkujyUC/rZt/U1ZEu7DidVVp12zWPE9lfnz6WaV3zL/R1pCsXLan+5Dj0fVqxnbK/dx9DhC7/RHQXDCGEkE8IiC4rgmvsMBfr/N6FvmFEDywNYJsHrBptn/3hLkQujBkQ1uohcg18jJNB97A8lwiu8YFxcv7VEiK6joss+yEiohONlvjn7zFrW2NFdybCboPygQakFrmzkx70QUS3x8E/EdEvGS2/EWLWeo8F/aLpO3yr+RSkvZ/0e/rOM8uf8CW/+IuI7guX/RARERERPQnO/BMRERERPQkO/omIiIiInsRzDP7TALb8nGNZGsA2Wt5UeEt90klERERENNDwwX8+UM1uhrKbrwXXhSlFcMttir9fHowTERERET2QgYP/FMHbAavam1y9twDZGF8XpjPFWggIEcKBg1AIiEs963q0xLcQ9/+khr+STiIiIiL6kwYO/kdYflcD89HLBIgPSDrDhorgGi6CwC6vCtj1ywmNKw3NsMitPj9aTlPfzpReJS/FebRtizSwYQdBdgXDDhDk+y62radFjlOdzo68ExERERH1NHDw35T+7AFn3jpLrws7zQbeYQUhBEToIPY+yyVB0aeHSZhdaRBCNN7AOF0LCJHAt8qPchFcs7Zd4qP6SgTXrK5eCBECs37Ll2LvgLkI4cQetuMEiW9h/5NtmKWl2t9+Vi1rUqcT2rwTEREREfV1/uA/cmF6E4Rta1V0YSdzqnjMcW2gDphjC5uZAaPP9Hwh2mFj+XhvS1r6gz2aL3jZyN9RKU90LCxepVccRm418y9fadBS552IiIiIqK+zBv9pYMOYAWHL2nxd2KWNlt/ZrPh8lw2sTzkJaJMcEFs+knLmX0CI7zNfVx7Bne3hJ21XGoiIiIiIrm/w4D8N7GxWv2Vwrwu7quk6G1Rvdt3LYswxrHiLrxT5Tcq1mfjpHE7s4bMzkhOkP9jX/ht9njLzT0RERER0vmGD/zTAmxcDjaUx+Y2qujCt4lGfM2zKbfs86jNFYNdupDU9TMLipKMIM+HFyJYGFWkZLfHPBzwzCz+sQjhlnFOsEx/7/PuGkd3A22PJv9poiZUT5/sz8DH2a/vTpJOIiIiI6EIMIYSQPyQiIiIiosczbOafiIiIiIj+HA7+iYiIiIieBAf/RERERERPgoN/IiIiIqInwcE/EREREdGT4OCfiIiIiOhJDB/8pwHs8jn+NoL6Q/Ajt3o+fq9n9ecaccpv6s2ehX/ZZ99fI04iIiIiovs0cPCfIng7YCUEhBBIfMB7y1+ClQawZ0CYh4kQmPV5QVYawDa3WCT5dkJArG/6fmAiIiIiooc2cPA/wvK7eIsuMHqZAPEBCQAkB8TOvAzDdA4n3uKrc/Svlgb20dtv61cbIrd2tUB6M27kGnCD+hWF7EpEV5xERERERI9m4OC/Kf3ZA/UB/2ZXLvVJgw9sqq+qjZb45wOeacCQrhSMlt8QIoFvAU5YXBn4xnKUhU/XtasFiY/9rLnUaLMF/uXhobPBLuqOk4iIiIjo0Zw/+I9cmN4EYbFEZ7pG4u8xy2fa37CAI2+jkA3IBZLFFqZxfBKgVL/HwPQQS8HOaoliTD9dC3A1ERERERE9o7MG/2lgw5gBoaiWAKE2iBdC4PsV2GOClxNm1LPtQzixh8/Om3EjuLM9/OJegcSHJX+FiIiIiIiGD/7TwM5m/KWBf1OK4M0D/HfNdxTSH+xhYWwWH4zwMgH2P9K1gPQH+9p/o8/jmX81RZxERERERA9o2OA/DfDmxQA25fKe6kbb7PGZ2WcmDiuB7z4L6RuPB82W70zC5hr86bsPeGbz5tzREisnzu4VMAx8jP3ey4ygipOIiIiI6AEZQgghf0hERERERI9n2Mw/ERERERH9ORz8ExERERE9CQ7+iYiIiIieBAf/RERERERPgoN/IiIiIqIn8RCD/8iVHzdKdy0NYBsuWFV/Tf0xvgZsPheXiIjoz+kY/Fc/9vKguj7glp+Prwu7hulaQIgE/kVf7ZvlXc73edTlqZUGsG9Yno+BZX1x0Sc8+EiKt3f3eX/HQ7jGsWAotmsiIjqPZvAfwTXegH/tg+pswJ39JT7gvQUofk90Yc9LX55qEVzTwyTMyzRZYGty1lyPZX0N6c8emLzgWYb894ftmoiIzqcZ/E+xFs037GrpBgW6sLrG7JS0rEAK6z3r1bFd8ypF9oOYBjYMw4QXA5vZ6bNlbXGeXJ6FaIeN5eN9mv03/doixga7nvlvT0t3uegMirMeZnqIa0Ha7Tq0p+URyjqCa7gIArvcrt4fmvuq4kwDG3YQwDUMGHaAIP9euc8Bacn6gwEz6xBH+YtcA25Qj7c7753p7HB6WWfl2fxe8X91WXcdC1R5TwMbhl2f9Mhm7PsulWrP3++0ayIieiyawX+XKPvhNgyY2wWSdf7L0hmmFn3WZqcaywoiuOYBq/xzIUJg1mcwrt8ucg3MEJb7E2KNKYDR8rtcRuSU6en3o6uKc6j6bGvkZuXpO8D+pzPz6rSkAWxzi0VSzAT62Pcqz6FxyjOPPqqJS30d6SjTMtC9lTWwgXdYZduFDmLvsxy81q+uZXFWA9vYO2AuQjixh+04QeJbeR6GlXXWHwSSrEO0lvVmC/zL4w2dfGDZkXd1OvVuWdZ9jgVteR8tV3DiLb6Kfadf2MYOVj0OIsr8DXROuyYiosdzxuB/inXx47Q6wGzcwKkLUzPHVja7Jk//pT/YY4NZORM2w6b5jXba7SLsNhb8YjrsIq4RZ6YcEHwv8SIHtlKnJf3aInZW1QBmtMTKiXFIpC8eGRinNPPYoK0jHXVaznUfZQ0ADsLixNkc106YAERuNTMsX0lx5vlg0cLitTbYHFzW3ZzVsry6N10LrKc98q5Kp9YvlHWHtrwDU8ydGNt89J9+bQH/vccgXp2/c53eromI6BGdMfivmc7hYI/WiSRdmKSYYRTzXTY4KU4CkgNiq7rRsG32rdXQ7e7I6GUCbGb4GCcQ6ymAFNlE3h/KhM4d1dHfKesI7mwPvzbD3Wuwekdl/Qym7z6w/UKKCJ/epNes/zX8nXZNRES3cJnBf7TDxlqgdfJOF6YyXWcDms0uu2IwncOJPXz2uXxQp93OxNiK4bUHAhjhZXLqpfGuOAeYzuHUZ0ajT3ixg3l9YjCfBW5eMFGnZfS6gLX5qJZDpAE+NhbGpvTFIwPjNMewyiUQKYK32ky1to5yJ+ZvsLsqa430B/vaf6NPaeZfpU9ZX9BV8n5WWReTEFIb7DTkWJBfeZhs8RXssCmvcnRR52+wPu2aiIieh1AKhQMISH9O2BJm+SJRbdcI00mEb7Xtqwj2hdUa7/F2jW2V27Vt64j6LpvbWsLvlRFVnLry7NCRjsS3FHGp0iKECJ3a58dxqg2Ls0hjls5QOPXttHVUCz/KoCotj1DWbWVU/T90qn1Zvl9+N/GtvJxC4eT7SnxLWMVOu8pao4q7KXTayiOnyHtnOrWGlXW9DdbLrKusq8+O49XmXVTp0X7niCp/12vXRET0PAwhhJBPCIjuSwTXmAFhsZ6a6I+IXBgfYyTf1X0BREREv4mDf7praWDD9GJYfvJEL5Wix8CTViIiuj+XWfNPZ6gei3r81/cxhZdyT2nJFDeBX2bgf0/5u6e00KVlz+mfYe8nNxj4sy0REVF/nPknIiIiInoSnPknIiIiInoSHPwTERERET0JDv6HSgPYR897v5YUgV2t473NPu/FlfOeBrB7voGarqitHob0sfqbj+0AXO7eB/vYQxvSj/pi3Uqafcm+1xtuLt0mdMddXRj9msGD/+yGNtVNZVUHuFjjuoosnfedxoJVvtFVvoFQXxeX9htlps77fWi74TL/QcwPfNWPwG+U3zVp8v4bpuvT3nrcE/vYL4tcaeAglVE+mCnr6LaFd11deR/sUvH0pK2joWkZut2VRJ/wUL1FvfeDKo5+J/4Y3XFXF0a/ZvDgf7rOGrcQAokPeG/FwSmCa7wB/xL4j1zToyW+f/2HMjvwzRCWdSHEN/oeb+hSplgLASFCOHAQCgEh1tUbXS0L2H496IxHR97PwT5GfaQBbHOLRX7yIoSA+N1Gc1/uoR89SR2lP3tg8nLyOz2i3R5+6N/ud+Ie2gT9qsGD/yNlg59ifcaPY3OGrTaDKM0aVGf6Edyj7xX/z8KCwC63K86s08CGYZjwYmAzO57Ri1wDblDfZ7WPehqPZhyU6TwOO/ssP/3CNnYQqnqwMi23LbM0sFtnrs7O/6D2IoWZHuJakHa7wRZYLbb4vEhc0NYRjsqkykMa2LCDIJuptwME+fdUs6fn512fTl096PqYKn9XwT72R/rYpanrCEdlcr99TNWPutqZNp26uh2gKy26stZt1zsP8nFJRxFnlhYDZpaYPLzvFdAIu/0Cr9NXLLDFV56Uc9qS6jhRhLVtU1D1d1U90N90xuC/utxvbhdIVD+OJ4hceYYtn0FMpVmDxMd+1vfS+wbeYZVtFzqIvU9E5fPjs6sTTtg+o7fZAv/ytITOBru8sWdXPdqubERwzQNWZfpDoJbO6NPDpNxX7ZKg1In7dq70a4vYGsOUA3BfZTZaruDE1UGtGFCthp4h5oa1lwiuWauHxqVITf0NrKOC+brAvmhAF9FeR5CuymV5rw7gsXfAXIRwYg/bcYLEt7D/Sa+Yd1U6dfWg62P6/F0a+9gf6GOjJf75gGdeek1xex2how3eTx9T9yN9O9OkU1u3Gpo60qdFXdb67XR50PwW62jafPE+miRLTB5vzyug0Q77xStGGOF1AWzLTjywLeXajhPQtAno+rumHuhvOmPwX1zuFxCrA8zeZ7kqEXYbC/77cXdJv7aInVX1AzhaYuXEOCTSF1vVZu3Mcb8DVc5ZLcvLd9N1j0tk6Q/22GBWHrxn2NSCzbGVzVDIR/T8ElzV4bK/zv1p3FeZTTF34vKgln5tAf+934FRaWB7iXbYWD5aNtPX37l1NFpihY+eA8M+NHVUv8FKnplz5nm5W1i81n7wrpZ3RTp19dBFl78b0razTopy6YF97Fg5+FpsYRrHA8xhNHWka4P30seG0qVTV7cdBteRrqxVdHnQ/RZraNv8YCmCjw0mL1mko2z0X5XLkLaUaz9O6Kj7OzCwHuhunTH4r5nO4WCPn149+YElB8RWdbNP9lfNYBQHPzHfZR2oumY4aNZn9DIB4gPOOvbcyPS9WM8Y4dObnD0jeRW6+htYR3XT+QTe55f88YVFcGf78ubN3jNzV8775QzM30DsYxd25XaWHWOzmdLLLbOTDWyDV877xejSeQGn1dEVylr3W3xr6Re29WVLpoe4fgVPpSN/lzewHuhuXWbwH+2wsRaon5iezsTYiuG1HA1GrwtYm9qsaRrgY2NhXF6LL048UgRvp5yRjvAyQX4Z7QKm834HtOk66zybXXa1ZOisz/QdvrXBrOXAdXdlNlpiNdniK9hhU85mnGNgezHHsMqDq5R3Xf0NraO66Tv8/RZb+fN8RqWlGk+X/mBf+2/02bNur513ma4edIbmr3BqWbOP3Ucfa8RZDJoczNsymf5gj3o9DKh3naFt8BZ5P4minenSqavbUxzVkSItnWWt2E6Xhzr5t1hD2+YHyq4m1JfZZA9QqS/9adU3fydR9/fueqA/RwwSCgcQKP4sXySqsPzPCRsRKCTCt+rbOaLcLHRqn1vCr3YoEt8qwyzfF065XVj7txAi8YVV/3/52XG8oaNKs5xGKX+N+Oplc7xde/xtEuFbzTxX5PKufe9uyiyXp0f7nSO6vMtlenp7ccK2/NbibLRtFbkOamkJnWYcbWVQ7LN3wbSlufp/6FTpqNdt4lv5PkLh5GWS+JawisK5dN470qmuB7lei+/ke1TkryHxhdWW/pPLWrTkkX1MiP55v0wfa8aproNin0cbn1jvbWn+rT6mybs2nXLdtZSNop3p0qmtW5VT6khKi6qsu7ZT5+G4XI7SoqJp86JR/31k6Tj6eugIwBH+GW1JfZw4znsz/3J4d5tvUB13RUcY3ZwhhBDyCQHdmxSB/Qb8u+ZlvRuIXBgfYyTf1VrEbg+Sd60IrjEDwjNn06mSBsiajdzWHrys2ccUHrzeie6B8rjbEUY3d5llP0SdIrizTeMmJEL+iLgZ9n7CQcmVPX5Zs4+1efx6JyI6DQf/f0acPSbtUutWbyh7PvA5P75/N+9dihvPej1qjroVT6RoeRrFI5c1+5jaI9c70V3QHHe1YfRruOyHiIiIiOhJcOafiIiIiOhJcPBPRERERPQkHm/wnwawz37bMBERERHR4xk8+M9uMCv+7OrFFygG4IowjWacBgwO4omIiIiILmbw4H+6br6RznsLkI3xUwRvB6xaw7o5Yf0Nh+sLvKWSiIiIiIhwzuD/yOQlf7b0CMvvatA+epkA8QFJ48uniuAaLoLALq8K2PXLCfUrDXycFBERERFRqzMG/xHcfMBtbhdIFA+XTn/2gDPvPYO/mdWW/dj1KwYbeIdVdkUgdBB7n/mSoAiu6WFSXDFIfFi1+IiIiIiIKHPG4H+KdbE8Z3WA2bY+P3JhehOEihODNo1lP43XQDtVPOa4GuBHO2wsH+/9d0FERERE9JTOGPzXTOdwsMdPYyWODWMGhFy3T0RERER0Fy4z+I922FgLvObT9GlgZzP+txj4m2NY8RZfKfKbjbnmn4iIiIiozcDBf7Xe3zAMGB9jJMUSnTTAmxcD2GBW+457tCaoXWPNf9tSItloiX8+4JkGDMPEYRXCkb9DREREREQwhBBC/pCIiIiIiB7PwJl/IiIiIiL6azj4JyIiIiJ6Ev8DHPGLS98x3YwAAAAASUVORK5CYII=)

Difference between JPA, Hibernate and Spring Data JPA

s **JPA (Java Persistence API)**

1. It is a **standard specification** (API) for mapping Java objects to database tables.
2. Part of **Jakarta EE** (previously Java EE).
3. Provides **annotations** like @Entity, @Id, @Table, etc.
4. Does **not contain any implementation** — only defines *how* things should work.
5. Requires a **JPA provider** (like Hibernate) to actually perform the database operations.
6. Can be used with or without Spring.

**Hibernate**

1. It is a **popular JPA implementation** (provider).
2. Follows JPA rules and also adds **extra features** (e.g., HQL, caching, lazy loading).
3. Can be used directly or through JPA.
4. **Handles actual database interactions** like insert, update, delete, select.
5. Used as the **default JPA provider** in Spring Boot.
6. You need to write more code compared to Spring Data JPA (e.g., manage transactions, sessions).

**Spring Data JPA**

1. It is a **Spring framework module** built on top of JPA.
2. Provides **simplified and automated** database access.
3. Reduces boilerplate code — you can define interfaces like JpaRepository and Spring generates queries for you.
4. Allows using method names like findById() or findByName() without writing SQL.
5. Integrates easily with Spring Boot for rapid development.
6. Internally uses **JPA + Hibernate**, but provides a cleaner abstraction.